**1.Sieve of Eratosthenes**

**Concept:**

Sieve is a technique to pre-compute Prime Numbers. It is done by marking all the multiples of the prime numbers as composite numbers, thus the unmarked once remain as primes.

The Sieve of Eratosthenes is one of the most efficient ways to find all of the smaller primes.

Its Time Complexity is O( N\*log(N)\*log(log(N)))

**Algorithm:**

1. Assume all numbers initially as prime ( Prime[0]=Prime[1]…Prime[N]=1 )

2. Mark Prime[0]=Prime[1]=0

3. From i=2 to Sqrt(Max) mark all the multiples of a number i=x , where Prime[x]=1

4. Hence in the Boolean Array, if Prime[x]=1, then x is a Prime Number.

**Function:**

void Sieve()

{

memset(Prime,1,sizeof(Prime));

int i,j;

Prime[0]=Prime[1]=0;

for(i=2;i<sqrt(N);i++)

{

if(Prime[i])

{

for(j=i\*i;j<=N;j+=i)

Prime[j]=0;

}

}

}

**Note :**

We can compute only primes untill small range such as 10^6 or at max 10^7

It takes 0.06 sec to pre-compute all primes below 10^6 and 0.6 sec for 10^7

**References :**

<https://en.wikipedia.org/wiki/File:Sieve_of_Eratosthenes_animation.gif>

**2.Segmented Sieve**

**Concept:**

Segmented Sieve is the technique to mark the prime numbers in the range [ L , R ] Segment.

Suppose we precompute primes upto 10. i.e, [ 2,3,5,7 ]

Now we want to find primes in between 20 and 30

Now we have to mark all the multiples of [2,3,5,7] in the range [20,30]

Now selecting 2 , mark [ 20,22,24,26,28,30 ]  
Now selecting 3 , mark [ 21,27 ] (Since 24,30 are allready marked)

Now selecting 5 , mark [ 25 ] (Since 20,30 are allready marked)

Now selecting 7 (No number to mark)

By observation,

There are no numbers to mark selecting 7.

To mark primes below N we computed upto sqrt(N) in Sieve.

Similarly we should have a minimum prime in our hand Max = sqrt(R)

**Algorithm:**

1. Precompute untill a certain range using Sieve()
2. Check if ‘R’ falls under the pre-computed range. If YES, then no need of Segmented Sieve()
3. If No, Mark all the multiples of the primes that we computed in Sieve() in the range 2 to sqrt(Max)

**Function:**

void SegmentSieve(int L,int R)

{

int Max = sqrt(R);

int i,j;

for(i = 2; i <= Max ; i++)

{

if( Prime[i] )

for(j = L – L%i ; j<=R ;j++ )

{

if( j>=L && Prime[j] && j!=i )

Prime[j]=0;

}

}

}

**Conditions:**

1. j>=L because we are finding primes between [L,R]
2. i<=Sqrt(R) because it is enough to check with sqrt(R) for prime
3. j!=i to avoid marking a prime to 0
4. Prime[j] Checking if it is not allready marked as composite

if j! = i and Prime[j] is 1 then it follows that j is a multiple of i since j=j+i so we can mark Prime[j] as composite i.e 0

Segmented Sieve can be further improved by taking the primes in a vector and iterating it untill we reach sqrt(R) value.

**Important Points:**

1.Any prime number takes the form 6\*n-1 , 6\*n+1

2.The hypotenuse of right angled triangle is always a 4\*n+1 multiple of prime.

**3. Tailing Zeros of Factorial**

**Concept:**

let’s look at how trailing zeros are formed in the first place. A trailing zero is formed when a multiple of 5 is multiplied with a multiple of 2. Now all we have to do is count the number of 5’s and 2’s in the multiplication.

For Example consider 100! = 100 \* 99 \* 98 \* … \* 2 \* 1

counting No of 5’s = selecting the numbers 5,10,15,25,30,35,40,45…..100 = 20  
which can be counted by 100/5

Note that we counted only one 5 in 25 , but 25 = 5\*5 it should be counted twice, again divide by  
25, similarly with 125….etc   
  
Therefore No of tailing 0’s in N! = [N/5] + [N/25] + [N/125] …..

**4. Factorial Length**

**Concept:**

In order to find number of digits in a Number, it is done using the formula

Ndigits = log10(N) + 1. (Since we express any number in base 10 using 10 power)

Example : N=10001 , Ndigits = log10(N)+1 = 4.0003+1 = 5

In similar way in order to find the no.of digits in a factorial, it is simply Ndigits = log10(N!)+1

but it is difficult to compute N! for large N values.

using the property log(N!) = log(N) + log(N-1)+ ……log1 , we can compute log10(N) using a loop from 1 to N.

double Ans=0.00;

for(i=1;i<=N;i++)

Ans = Ans + log10(i);

int Res = Ans+1;

This gives the perfect and accurate results, but for large N such as N<=10^6 it gives TLE.. with T<=1000  
  
There are two approximated formulas for caliculating the length of factorial

**Sterlings’s formula**

N! = sqrt(2\*PI\*N)\* pow(N/e , N)\*(1+1/12N)

This gave many WA’s it fails for large N Values

**Kamenetsky’s formula**

log(N!) = log(2\*PI\*N)/2 + N\*(log(N)-1)/log10

or log(N!) = ceil( log10(2\*PI\*N)/2 + N\*log10(N/e) )

**(Proofs Not Found…..Try Later)**

**5. Exponentation and Modular Exponentation**

**Concept:**

Basic approach for caliculating x^N is O(N) multiplying x\*x\*x….N times, and basic approach for finding this modulus is also same ((x\*x)%m)\*x%m)……N times.

By observation, to get 2^64 , it is enough to compute 2^32 multiplying it two times gives 2^64, and finding 2^32 it is enough to caliculate 2^16….. So when N is even it is enough to find N/2 …. following the relationship, we can get a relation in recursion to find x^n.

![https://upload.wikimedia.org/math/a/9/9/a99eb157482b37137bceac54af762eb1.png](data:image/png;base64,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)

Which reduces the time complexity from to O(logN).

And Modulus can be caliculated at every step , inorder to get Modular Exponentation.

**Function:**

void ModExponent(int base,int Exp, int Mod)

{

int Ans=1;

while(Exp>0)

{

if(Exp%2==1) Ans = (Ans\*base)%Mod;

Exp = Exp/2;

base = (base\*base)%Mod;

}

}

Inorder to just find the Exponent , we can simply remove Modulus.

Inorder to find the last digit of x^n, we can simply use this with Mod = 10

**Properties of Modulus :**

(a\*b)%Mod = ( (a%Mod) \* (b%Mod) )%Mod

X % 2^n = X & (2^n-1)

(a/b)%Mod = a\*ModInverse(b,Mod) iff Mod is Prime

a%Mod , if you don’t know if a is negative or positive or less than or greater than Mod

Then Res = (a%Mod+Mod)%Mod

**6.The Next Palindrome Number**

**Concept:**

Inorder to find the next palindrome for a given number, the first approach is to loop from N+1 untill the next palindrome is found. O(N) , but to find the next palindrome for very very large numbers such for example

N = 10000000000000000000000000000000000009   
A = 10000000000000000011000000000000000001

For which it requires to loop over 10^18 which will definitely time out!

A Better thought is to break the given string into 2 parts Even/Odd should be checked timely. There are certain conditions that make this problem easy.

**Algorithm:**

1.Break the string into 2 parts.

Lets say S1 = [0,Mid] and S2 = [Len,Mid+1] (S2 is the string from right to left)

2.Check if S1==S2 then it is palindrome , so the next palindrome will be just adding one number to S1 and S2=Rev(S1) , return S1+S2

3.if(S1>S2) then S2 = Rev(S1) and return S1+S2

4. If(S2>S1) then S1=S1+1 , and S2 = Rev(S1) … the result will be S1+S2

**Example :**

1.456895 (Even)  
 Here …..S1=456 , S2 = 598   
 S2>S1 => S1=457 …… then S2=Rev(S1)=> 754 and the Answer will be 457754

2.45689 (Odd)

Here…..S1=45 , S2 = 98 since it is odd , add 1 to middle number and then add 1 to it.

457 now leave 7 and print it in reverse order 45754

3.999999

S1=999 S2=999 , since it is a palindrome add S1=S1+1 => S1 = 1000 and leave 0 and print it in reverse order Ans = 1000001

Note that there are many conditions.

1. We have to check if the given string is all 9’s
2. Check if the string is even or odd (slightly differs in implementation)
3. After adding 1, if the string length changes (slightly differs in implementation)
4. After adding 1 and getting the string , Even or Odd so printing again from mid to back changes in implementation
5. the S2 is only used to check S1<S2 case, other wise it is not at all needed , we only manipulate S1 string.

**7.Fenwick Tree or Binary Indexed Tree(BIT)**

**Concept:**

Consider a Array [ 0…..N ] and we have to process the query to get the sum in the given range.

Lets have a query to find the sum in range [0,K].

This problem can be solved in the following ways.  
**Brute Force** : Running from i=0 to K and finding the Sum+=Arr[i].

**Dp Array :** We can maintain a Dp Prefix sum and get the Sum[K].

**Segment Tree :** We can always process range queries using Segment Tree.

**Update and Query Times for above mentioned**:

**Brute Force** Update takes O(1) and Query takes O(N) .

**Dp Array** Update takes O(N) to update entire array, and Query takes O(1).

**Segment Tree** Query time O(logN) , Update is very complex with Lazy Propagation.

Hence in This Case, **Fenwick Tree** or **BIT** is efficient which takes

**O ( N\*Log(N) ) -** To Create the Tree.

**O ( Log(N) ) -** To Update the Tree.

**O ( Log(N) ) -** For A Query.

**NOTE :-** This is because the No. of set bits in a BIT is atmost Log(N).

**Conceptual Representation :**

Consider an Array,

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 3 | 2 | -1 | 6 | 5 | 4 | -3 | 3 | 7 | 2 | 3 |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |

**Elements** =

**Index**  =

**The Tree Will Look Like**
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**NOTE :** This is just a theoritical representation, we will actually use Array to store the Tree.

Here D = Dummy, Which does not Contribute.   
The Parent-Child Relationship is as follows.

**To Get Parent of Node** :

To get the parent, we have to set the Right most set bit to 0.

For Example,

7 = 111 , setting Right most set bit to 0 becomes 110=> 6 (Parent).

5 = 101 , setting Right most set bit to 0 becomes 100=>4 (Parent).

8= 1000, setting Right most set bit to 0 becomes 0000=>0 (Parent).

4= 100, setting Right most set bit to 0 becomes 000=>0 (Parent).

We can efficiently set the right most bit to 0 by following operations.

1. Find 2’s Complement of that Number.
2. Make AND Operation with Original Number.
3. Subtract the result from the original Number.

**Filling Up The Tree : O( N\*Log(N) )**

Here we traverse the entire array, for each index i, we select Idx = i+1 first.  
Fill the Tree[Idx]=Arr[i].  
And also update the remaining tree which is effected by updating the current node by getting the next using the formula

**GetNext :**

1. 2’s Compliment of current Node.
2. Perform AND operation with original Number.
3. Add the Result to the Original Number.

There will be Log( Idx ) GetNexts for a selected Idx, which makes the algorithm to run in N\*Log(N) time for N elements in the worst case.

**Updating the Tree :**

Updating the tree is same as filling the tree, we use the same GetNext formula , we update the current Node and the GetNexts with the difference of Original Arr[i] and Updated Arr[i].

**Query :**

We can Ask Query to get the sum of the elements in the range [0,X] , how ever if we ever wanted to get a range query for example in the range [X1,X2] , then we can call the query two times namely [0,X2] and [0,X1-1] and subtracting those two will give the answer of the range [X1,X2].

To get the Sum in Range [0,X] , we choose X+1th Node  
Sum = Tree[X+1] + parent(X+1) + parent( parent(X+1) ) + …. Untill we reach parent 0.

**NOTE : GetNext Should be called Untill The max node is reached <= N+1.**